**Sistemas-L e *Turtle Graphics***

Relatório do Trabalho de Avaliação de Programação II

**Curso de Engenharia Informática**

**2018/2019**

**![](data:image/png;base64,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)**
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Leonardo Catarro, nº43025

**Introdução e Objetivo do trabalho**

Um sistema-L ou um Sistema de Lindenmayer é um sistema de [reescrita paralela](https://pt.wikipedia.org/wiki/Sistema_de_redu%C3%A7%C3%A3o) e um tipo de [gramática formal](https://pt.wikipedia.org/wiki/Gram%C3%A1tica_formal). Um L-Sistema consiste em um alfabeto de símbolos que podem ser usados para fazer uma [cadeia de caracteres](https://pt.wikipedia.org/wiki/Cadeia_de_caracteres), uma coleção de regras de produção em que se expande cada símbolo em uma maior cadeia de símbolos, uma sequência inicial "[axioma](https://pt.wikipedia.org/wiki/Axioma)", em alguns casos apenas uma letras, em outros mais que uma. A partir da qual começa a construção, é um mecanismo para traduzir as sequências geradas em estruturas geométricas.

Este trabalho estava dividido por níveis em que em cada nível deveria ser implementado os seguintes Sistemas e Classes/Instruções:

-Nível 0:

Sistemas: Koch Curve, Koch Snowflake, Sierpinski Triangle, Sierpinski Arrowhead, Dragon Curve;

Classes: forward, turn, penUp, penDown

-Nível 1:

Sistemas: Cantor Set

Classes: Nível 0 + leap

-Nível 2:

Sistemas: Fractal Plant

Classes: Nível 1 + save, restore

Assim sendo, o objetivo deste trabalho consistia em se conseguir, juntamente com o Package Galapagos (fornecedor das classes e instruções que possibilitam a execução de desenhos 2D) implementar o necessário para visualização do acima referido!

**Implementações**

**Interfaces:**

**-LSystem:**

package galapaxos;  
  
public interface LSystem {  
 void setStart(String start);  
 void addRule(Character symbol, String word);  
 String iter(String word);  
 String loopIter(int n);  
}

Esta é uma interface que contém os métodos relativos à construção dos L-Systems. Foi lhe adicionado um método (à interface inicialmente dada), loopIter, que não é mais que um método que escolhe o número de vezes que o método iter vai ser corrido.

**-Interpreter:**

package galapaxos;  
  
import java.util.List;  
  
public interface Interpreter {  
 void run(List<TurtleStatement> program);  
 void runForward(Forward statement);  
 void runTurn(Turn statement);  
 void runPenUp(PenUp statement);  
 void runPenDown(PenDown statement);

}

A interface Interpreter contém os métodos que vão ser implementados na InterpreterClass, que basicamente consiste num conjunto de métodos que irá passar de um TurtleStatement para um movimento tartaruga (em termos gráficos posteriormente).

**Classes:**

**-Compiler:**

package galapaxos;  
  
import java.util.HashMap;  
import java.util.Vector;  
  
public class Compiler {  
 HashMap<Character, TurtleStatement> charToAction;  
  
 public Compiler(){  
 charToAction = new HashMap<Character, TurtleStatement>();  
  
 }  
 public void addRule(Character letter, TurtleStatement statement) {  
 charToAction.put(letter, statement);  
  
 }  
 protected TurtleStatement compile(Character c) {  
 return charToAction.get(c);  
  
 }  
 protected Vector<TurtleStatement> compile(String word) {  
 Vector<TurtleStatement> result = new Vector<>();  
 for (int i = 0; i < word.length(); i++) {  
 result.add(compile(word.charAt(i)));  
 }  
 return result;  
 }  
}

Nesta class implementamos um mapa, que inicializamos no construtor. Este mapa recebe um caracter, e agrupa-o com um TurtleStatement. Quando chamamos o addRule, o que ele faz é ir ao mapa e associar um char a um statement. Temos ainda outro método o compile do tipo TurtleStatement, que recebe um caracter, o que acontece por trás é simplesmente outra ação do mapa, recebe um char e vê o que está associado a este. Por fim temos um outro método que compila o caracter num vetor de TurtleStatements, ou seja, pega numa String do tipo “F+F” e retorna @”memoria”FORWARD @”memoria”TURN90 @”memoria”FORWARD.

**-InterpreterClass:**

package galapaxos;  
  
import java.util.List;  
  
public class InterpreterClass implements Interpreter {  
  
 Turtle turtle = new Turtle(Turtle.*CREATE\_DEFAULT\_WINDOW*); // para so ter 1 janela aberta  
 TurtleDrawingWindow turtleDraw = new TurtleDrawingWindow();  
  
 InterpreterClass(){  
 //turtleDraw.setOrigin(230,0);  
 turtle.speed(6000); // de modo a ser instantaneo a construção do gráfico  
 turtle.penSize(1);  
  
 turtleDraw.setGrid(false);  
 turtleDraw.add(turtle);  
 turtleDraw.setVisible(true);  
 turtle.hide();  
 }  
  
 public void run(List<TurtleStatement> program){  
 for(int i = 0; i<program.size();i++) {  
  
 TurtleStatement t = program.get(i);  
 t.run(this); //simplesmente diz que vai correr nesta class (this)  
  
 }  
 }  
  
 public void runForward(Forward statement){  
 turtle.move(statement.getDistance());  
  
 }  
  
 public void runTurn(Turn statement){  
 turtle.turn(statement.getRotation());  
  
 }  
  
 public void runPenUp(PenUp statement){  
 turtle.penUp();  
  
 }  
  
 public void runPenDown(PenDown statement){  
 turtle.penDown();  
 }  
}

Implementa a interface Interpreter, logo contém todo os métodos da mesma. Esta class tem um método run, que o que faz é percorre uma lista de TurtleStatements (forwards, turns, leaps etc), e atribuí por cada iteração um statement a um TurtleStament criado, que posteriormente vai ser executado nesta class com a chamada do método .run(this). (O argumento this serve para informar o programa que o código a correr encontra-se nesta classe, por exemplo: se t fosse um Forward, t.run(this) indicaria que iriamos usar o método runForward).

**-Forward:**

package galapaxos;  
  
public class Forward extends TurtleStatement {  
 double distance;  
 public Forward(double distance) { this.distance = distance; }  
 public double getDistance() { return distance; }  
 public void run(Interpreter interpreter) {  
 interpreter.runForward(this);  
 }  
}

Uma class muito básica que estende a classe TurtleStatement, pois utiliza métodos da mesma. Serve para definirmos uma distância para depois usarmos nos movimentos tartaruga e para referenciar o método run do Interpreter.

**-Turn:**

package galapaxos;  
  
public class Turn extends TurtleStatement{  
  
 double rotation;  
 public Turn(double rotation) { this.rotation = rotation; }  
 public double getRotation() { return rotation; }  
 public void run(Interpreter interpreter) {  
 interpreter.runTurn(this);  
 }  
}

Na mesma base que a class Forward, esta simplesmente muda o objetivo, em vez de uma distância, temos uma rotação (em graus).

**-PenUp:**

package galapaxos;  
  
public class PenUp extends TurtleStatement {  
  
 public PenUp() {  
  
 }  
  
 public void run(Interpreter interpreter) {  
 interpreter.runPenUp(this);  
 }  
}

Define a ação de PenUp que não é mais que o levantar da “caneta”, ou seja, quando esta classe é chamada e utilizada a tartaruga não ira deixar rasto.

**-PenDown:**

package galapaxos;  
  
public class PenDown extends TurtleStatement {  
  
 public PenDown() {}  
  
 public void run(Interpreter interpreter) {  
 interpreter.runPenDown(this);  
 }  
}

À semelhance da PenUp, a PenDown é exatamente igual, apenas muda o resultado, pois o objetivo desta é voltar a deixar rasto.

**-Koch Curve:**

package galapaxos;  
  
import java.util.HashMap;  
  
 public class KochCurve implements LSystem {  
  
 public String symbolIter; // string que é transformada dps de aplicar a regra ao char introduzido  
  
 HashMap<Character, String> charToString; // dicionario para passar de 1 simbolo para uma string  
  
 public KochCurve() {  
  
 this.charToString = new HashMap<Character, String>(); // inicialização do mapa  
  
 }  
  
 public void setStart(String start) {  
 this.symbolIter = start; //inicializa a string para a 1 iteração  
 }  
  
 public void addRule(Character symbol, String word) {  
 charToString.put(symbol, word);  
 }  
  
 public boolean hasChar(char symbol) { // função que verifica se o simbolo introduzido refere-se a uma string ou não  
 if (charToString.get(symbol) != null)  
  
 return true;  
  
 else  
 return false;  
 }  
  
 public String iter(String word) { // função que itera 1 so vez, depois faz as iterações por cada vez que é chamada na loopIter  
  
 String finalString = ""; // Inicilizar a String para ser concatenada ; NOTA : NÃO INCIALIZAR A NULL !  
 char c;  
 for (int i = 0; i < word.length(); i++) {  
 c = word.charAt(i);  
 if (hasChar(c))  
 finalString += charToString.get(c);  
 else  
 finalString += c;  
 }  
  
 return finalString;  
 }  
  
 public String loopIter(int n) {  
  
 String aux = symbolIter; //inicializar uma auxiliar para usar na função iter  
 for (int i = 0; i < n; i++) {  
  
 charToString.get(aux); // processo inverso a obter a palavra, ou seja vai buscar o simbolo introduzido que gerou a palavra  
 aux = iter(aux);  
  
 }  
 return aux;  
  
  
 }  
 }

Esta classe é a classe dos Sistemas-L, pois é a classe responsável por executar as iterações após ser atribuído o start, por vezes uma letra, por outras mais que uma!

É também responsável pela “conversão” do start na sequência que é gerada, ou seja, se F for o start, mas F for F+G, por exemplo. É esta a classe responsável por executar este tipo de condições

Esta classe tem também o método iter que é responsável por iterar a primeira vez e é apenas chamado quando chamado o método loopIter.

O método loopIter, responsável por processo inverso a obter a palavra, ou seja, vai buscar o símbolo introduzido que gerou a palavra

**-Leap:**

package galapaxos;  
  
public class Leap extends TurtleStatement {  
  
 double distance;  
 public Leap(double distance) { this.distance = distance; }  
 public double getDistance() { return distance; }  
 public void run(Interpreter interpreter) {  
 interpreter.runLeap(this);  
 }  
}

Leap, embora não funcionando corretamente, esta seria a classe responsável que permitiria a execução do Sistema-L, Cantor Set, de nível 1.

**MAIN:**

package galapaxos;  
  
  
  
import java.util.InputMismatchException;  
import java.util.Scanner;  
import java.util.Vector;  
  
public class Main {  
  
 public static void main(String [] args) {  
 KochCurve charMult = new KochCurve();  
 Compiler comp = new Compiler();  
 InterpreterClass it = new InterpreterClass();  
  
  
 Scanner sc = new Scanner(System.*in*);  
 Vector<TurtleStatement> vec;  
 String word;  
  
 try {  
 System.*out*.println("Introduza o L-System que pretende Iterar: ");  
 String system = sc.nextLine();  
 System.*out*.println("Introduza o numero de vezes que quer iterar o L-System pretendido: ");  
 int n = sc.nextInt();  
  
  
 switch (system.toLowerCase()) { // o lowercase é para a palavra ser case insensitive  
  
  
 case "koch curve":  
  
 charMult.setStart("F");  
 charMult.addRule('F', "F+F-F-F+F");  
  
 word = charMult.loopIter(n);  
  
 comp.addRule('F', new Forward(5));  
 comp.addRule('+', new Turn(90));  
 comp.addRule('-', new Turn(-90));  
  
 vec = comp.compile(word);  
 it.run(vec);  
  
 break;  
  
 case "koch snowflake":  
  
 charMult.setStart("F");  
 charMult.addRule('F', "F+F--F+F");  
  
 word = charMult.loopIter(n);  
  
 comp.addRule('F', new Forward(5));  
 comp.addRule('+', new Turn(90));  
 comp.addRule('-', new Turn(-90));  
  
 vec = comp.compile(word);  
 it.run(vec);  
  
 break;  
  
 case "sierpinski triangle":  
  
 charMult.setStart("F");  
 charMult.addRule('G', "F");  
 charMult.addRule('G', "GG");  
 charMult.addRule('F', "F-G+F+G-F");  
  
  
 word = charMult.loopIter(n);  
  
 comp.addRule('F', new Forward(5));  
 comp.addRule('G', new Forward(5));  
 comp.addRule('+', new Turn(120));  
 comp.addRule('-', new Turn(-120));  
  
 vec = comp.compile(word);  
 it.run(vec);  
  
 break;  
  
 case "sierpinski arrowhead":  
  
 charMult.setStart("F");  
 charMult.addRule('G', "F");  
 charMult.addRule('F', "G-F-G");  
 charMult.addRule('G', "F+G+F");  
  
 word = charMult.loopIter(n);  
  
 comp.addRule('F', new Forward(5));  
 comp.addRule('G', new Forward(5));  
 comp.addRule('+', new Turn(60));  
 comp.addRule('-', new Turn(-60));  
  
 vec = comp.compile(word);  
 it.run(vec);  
  
 break;  
  
 case "dragon curve":  
  
 charMult.setStart("F");  
 charMult.addRule('F',"G");  
 charMult.addRule('F', "F+G");  
 charMult.addRule('G', "F-G");  
  
 word = charMult.loopIter(n);  
  
 comp.addRule('F', new Forward(5));  
 comp.addRule('G', new Forward(5));  
 comp.addRule('+', new Turn(90));  
 comp.addRule('-', new Turn(-90));  
  
 vec = comp.compile(word);  
 it.run(vec);  
  
 break;  
  
 default:  
 System.*out*.println("O nome do L-System está incorreto!"+"\n"+"Cuidado com espaços incorretos!");  
  
 }  
 }catch (Exception e){  
  
 System.*out*.println("Algo de errado não está certo!");  
 }  
  
  
 }  
}

A Main serve para na prática ligarmos todas as classes para um fim e para o output desejado. Neste caso começamos por declarar e inicializar os objetos das classes a utilizar, a Koch Curve, onde está toda a lógica de passagem de um caracter para uma string correspondente e iterar a mesma. O compiler que passa de F’s para statements do tipo Forward e por fim o InterpreterClass que passa de Forwards, para turtle move.

Na Main implementamos um Switch dentro de um Try Catch. O switch era o mais adequado pois permite-nos ser muitos específicos no input desejado e num possível feedback ao utilizado, no caso de existir uma interface gráfica, este switch iria desaparecer. O Try Catch serve para evitar erros graves de input, por exemplo o utilizador fazer um MissMatch no tipo colocado.

Dentro de cada “case” temos um addRule em que passamos de um caracter para uma string, temos um setStart que inicializa uma String para iniciar as iterações (consideramos o F o mais standard para tal). Associamos a uma String word, declarada fora do Try Catch, que se responsabilizada pela iteração. Compilamos cada ação, um + 🡪 Turn; F 🡪 Forward; etc. Por fim vamos usar um vetor para ser compilado na class Interpreter e passar de Forwards e Turns para movimentos tartaruga e desenhos gráficos.

**Apreciação Crítica**

Embora não tenhamos conseguido implementar tudo o que era necessário para execução dos Sistemas-L de níveis 1 e 2, pois ainda se conseguiu implementar o Leap (embora a não funcionar corretamente). O objetivo principal foi conseguido, pois os Sistemas-L de nível 0, juntamente com as classes e interfaces necessárias para a visualização dos mesmo, foi implementado com sucesso (talvez não da forma mais simples, pois como sabemos é inúmeras formas de implementar a coisa!).

Inicialmente, tivemos bastante dificuldade a entender o que seria preciso fazer para realizar este trabalho, mas após diversas leituras e pesquisas rapidamente percebemos o que se pretendia com este trabalho.

Em suma, projeto um quanto trabalhoso, mas que desenvolveu, certamente, a nossa capacidade de raciocínio e de programação na linguagem Java.